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ABSTRACT

A lack of relevant research exists on the topic of aesthetics in programming. This study aims to lay a foundation for future research on the topic by qualitatively researching the relation between functionality and aesthetics in code. Eight programmers from the Netherlands were interviewed for their opinion on the beauty in the code they come across in their day to day life. The answers given by the interviewees were generally convergent. The definition of beauty seemed to change based on the time the code was written in and the nature of the problem that was being solved. Visual properties mainly focused around readability and modifiability like cleanness, compactness, structure, and modularity were seen as important tough often not seen as the true definition of beauty. Beauty in code was mostly influenced by the expertise a programmer had in a language and the level of understanding of the problem that is solved. Information gathered in this study suggests a strong link between aesthetics and functionality when reading and writing code. Judging from the interviews the topic of aesthetics in code seems to be alive and relevant in the programming community and can thus be seen as a promising direction for future research.
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1 INTRODUCTION

In a technical domain that is mainly focused around functionality, personal values like aesthetic preference are often overseen. This is the case with the field of programming. Once a program is running with the intended purpose the goal is reached, no matter how well or poorly the code is written. However, in today’s world, we find ourselves working on programs that are running indefinitely and constantly changing. The code that is written will be read and modified by different people in different time-frames. Programmers with different backgrounds and expertise in programming will be reading each other’s code and this, in turn, will result in divergent opinions on the code of one other.

The occurrence of an aesthetic experience when reading or writing code is quite common[5]. Programmers themselves have rated aesthetics in code important, mainly when it comes to their own code[5]. Some of the frequent answers on which programmers rate aesthetics in code included Efficiency, Elegance, Familiarity, and Personality[6].

Remarkably, most of these criteria can also be found in another, more explored, scientific field namely, mathematics[2]. This is interesting because every field normally has its field-specific terms to indicate a product of that field is aesthetic. For example, the only overlapping terms to describe aesthetics over eight different fields were ‘beautiful’ and ‘ugly’[1].

In mathematics, some recurring criteria that were associated with aesthetics are ‘simplicity, ‘understandability’, and ‘interesting topic’[1]. A characteristic that made a mathematical solution less beautiful was a repeating pattern[2].

Research on the functionality of programming code tells us that beyond the fact that the code has to be able to fulfill its intended purpose it also has to meet certain criteria like readability, maintainability, modifiability, and efficiency[3][7]. These last criteria are mentioned all over the internet when searching for a definition of ‘good’ code, like on big programming forums like stackoverflow.com[7]. Code that meets all these requirements is known by many programmers as code that is “clean”. Interestingly most of these criteria are in common with the criteria for code to be aesthetic[5].

While a quantitative approach to aesthetics in programming code has been investigated and discussed before, little is still known about the personal opinions behind these aesthetic preferences. Why, for example, is code that is easy to modify associated with aesthetics, why is code that is familiar to the programmer more beautiful than code that is not and why are the requirements for aesthetics in code mostly in common with the requirements for writing clean code.

In this article, we will take a closer look at the underlying aesthetic preferences in relation to the functionality of programming code that form these opinions by answering the question: To what extent do programmers differentiate between aesthetics and functionality in code?
2 METHODOLOGY

2.1 Aim of the study

This study aims to shed light on the importance of aesthetics in code. Because of the lack of relevant research on the topic, a qualitative approach is chosen to serve as a foundation for future research on the topic.

2.2 Research Method

The information in this article was gathered by conducting individual interviews in which eight programmers were asked about their opinions on aesthetics compared to the functionality of programming code. All interviews were recorded, performed and verbatim transcribe. Unstructured open interviewing was used to ensure the interviewee would give unaffected answers. Respondents were contacted at least one week before the interview and were provided with a document that served as a preparation for the interview. The document consisted of descriptions of terms that were important during the interview and a general overview of the structure that the interview would follow.

2.3 Participants

The study was performed on eight (ex)programmers partly recruited using the snowball sampling method [4] in which the respondent recommends future participants. Respondents included had to work or study computer programming in the Netherlands. All interviews were conducted in Dutch. The experience level of the participants varied from beginners to experts, people with more than ten years of serious involvement in the field.

2.4 Data analysis

The data collected from the interviews were analyzed according to the grounded theory method of data analysis [8]. Collected data were organized into different themes, which were then determined on relevance to the topic. Parts deemed not relevant were crossed out. This was followed by an analysis of the remaining data consisting of three steps: open coding, axial coding, and selective coding. Open coding consisted of simultaneously listening and reading the interviews and an in-depth analysis of the data. Followed by labeling the data based on their contents and joining synonyms together. In axial coding, the labels are categorized based on similarity in sub-topic. In selective coding, the categories were put together to identify the core categories.

<table>
<thead>
<tr>
<th>Participant</th>
<th>Gender</th>
<th>Age</th>
<th>Expertise</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bart</td>
<td>M</td>
<td>49</td>
<td>25</td>
</tr>
<tr>
<td>Moemen</td>
<td>F</td>
<td>22</td>
<td>3</td>
</tr>
<tr>
<td>Anonymous</td>
<td>M</td>
<td>35</td>
<td>17</td>
</tr>
<tr>
<td>Mohammed</td>
<td>M</td>
<td>30</td>
<td>14</td>
</tr>
<tr>
<td>Xander</td>
<td>M</td>
<td>45</td>
<td>20</td>
</tr>
<tr>
<td>Ton</td>
<td>M</td>
<td>72</td>
<td>45</td>
</tr>
<tr>
<td>Dinesh</td>
<td>M</td>
<td>31</td>
<td>14</td>
</tr>
<tr>
<td>Erik</td>
<td>M</td>
<td>45</td>
<td>20</td>
</tr>
</tbody>
</table>

3 RESULTS

Even though the eight respondents interviewed had different backgrounds and experience, it was quite easy to group their statements under common code labels. There was quite a bit of convergence in what they said, but each person added a nuance to what was already mentioned. Based on the eight interviews, the following three categories were developed:

- Different definitions of beauty
- Clean code
- The solution

3.1 Different definitions of beauty

In the interviews, a reoccurring answer seems to be given: There are different definitions of beauty in code. One factor that seemed to play a role in the beauty of code is the time that it is written in. Where twenty years ago there was a big emphasis on optimization of code in the form of memory usage this emphasis seems to be non-existent in today’s world because of the use of much better CPU’s. This constraint in memory affected the view on aesthetics of programmers twenty years ago. This is what Mohammed, programmer and the CEO of a software engineering company, said:

“In the past, for example, we found it beautiful when code used as little memory as possible. In that time your CPU might have had thirty megahertz which simply meant you had to be very thoughtful when writing code. It was almost a competition to see who could cram the most functionality in as little memory as possible and such pieces were beautiful to look at. I no longer experience that kind of beauty today because most systems have a minimum of sixteen gigabytes of memory making memory optimization unnecessary for most programmers.”

This change in programming has been verified by the majority of the senior programmers including Ton, a retired programming teacher that has been programming his whole life. He said the following: “If a present-day programmer would read the code I would write back then he would definitely get confused. So much has changed in the world of programming since then. A lot of things don’t make sense to do anymore.”

3.2 Clean code

In the desk research done on the aesthetics in code, it became apparent that the criteria for writing clean code most of the time equaled the criteria that made code beautiful. This was also noticeable in the interviews. All interviewees found clean code or parts of it i.e. readability, maintainability, good commenting, etc., to be beautiful or at least nice to look at. However, when explicitly asked whether clean code was beautiful the participants gave interesting answers. Bart, a programming teacher at the University of Groningen, had the following answer: “Yes and no, I think that code must be clean before it can even be regarded as beautiful”. He later added that clean code was pleasing to look at but that beauty in code also had a deeper meaning that lies in the solution of the problem. In Bart’s eyes, the cleanliness of the code is rather a condition before code can even be regarded as beautiful. This aspect of beauty, or in his word’s neatness, could be observed by most programmers and even people that never learned how to code. This was convergent to the answer of given by one of the interviewees that wished to remain
anonymous. When she was asked about her perception of beauty in
code, she, like the deeper meaning of beauty Bart was talking about,
said that beauty in code contained different levels. She was talking
about one of the levels when she said this: “If you pick someone
of the street that never coded before that person could still point out
where the duplicates are in a chunk of code, thus on a different level
of beauty than for example the algorithm used in code”.

These answers tell us that clean code definitely contributes to
aesthetics in code but is not precisely the part that made the code
itself beautiful. This can be compared to this example of a room.
The cleanliness of the code can be seen as the cleanliness of the room.
Let’s imagine a room that is beautifully furnished. By many, this
room is seen as beautiful. Now imagine the same room only when
it is badly maintained. Clothes lying around, leftover food that has
not been cleaned up and the furniture is moved around to a point
where it does not make sense. The same beauty from before is
now barely noticeable. The same can be said of code, one might be
writing code that is incredibly beautiful but if you leave “print f”
statements lying around, don’t use proper indentation or cluster
functions together that have nothing to do with each other not
much of the original beauty is left to be seen. Another benefit of the
well-maintained room is its functionality. Working in a room that is
a mess often leaves you distracted from the initial goal you wanted
to reach. You will instead end up cleaning the room. The same goes
for code, this is what Mohammed said: “The more readable code is
the easier it is to maintain. Let’s say my code is a mess and there’s a
colleague who works on the code after me. If my messy code contains
a bug and he tries to debug it he won’t understand anything of what
I wrote. What he will probably end up saying is ‘Sorry Mo, but I’m
rewriting the code so I can understand what is being said’”.

He later explained that one of the benefits of clean code was
that it makes the life of a programmer easier. This, according to
him, also influences the perception of a programmer on code. This
opinion is shared by the anonymous interviewee, here’s what she
said: “What I think is that it costs more effort to read it. Because one
form of beauty is that it costs the reader low effort to understand.”

3.3 The solution
In the interview with the anonymous interviewee the following
tory was presented by her: “Readable and reusable- or ‘clean’ code
could be referred to so often by programmers because it’s the only
word that the general programmer knows when it comes to talking
about code. Most programmers never learned how to look at code from
an aesthetic point of view.”

She later adds that most programmers don’t learn about beauty
in code in the first place. She later adds that little focus is set on the
aesthetic side of code. Classes that focus on aesthetics, like reading
and discussing each other’s code, are rarely given at schools. Much
emphasis is put on writing code that does not strictly contains a
good solution but much rather a solution that is “clean” and thus
understandable for future colleagues. Bart says something similar
when he is talking about the way he looks at the coding work of his
students: “The first thing I do is check whether the code compiles,
then I look at whether it does what it should do and lastly I check
whether it’s clean or not.”

Bart tells us that he looks at the solution before looking at the
cleanliness of the code, though he is not talking about the beauty in
the solution but rather about whether the code achieves the purpose
it’s written for. Bart, in the following sentence, gives more insight
into what beauty in code looks like for him: “One could also look a
level above that like whether for example it’s a creative, exciting or
even funny solution and that is a really fun experience. Usually, you
won’t see that in the work of first-year programming students, but
in the work of last year students I sometimes think this is a solution
I wouldn’t come up with, and there is an aesthetic moment in that
event.”

Bart tells us that he finds beauty in the specific way the solution
to a problem is presented. This can be done in many ways which
in turn brings up different emotions like excitement or joy. The
opinion that beauty lies in the solution is shared by many of the
participants among which Xander. Xander is a veteran programmer
that researches improving the quality of code. He said something
interesting about beauty in code: “Before I started working at the
company I currently work for, I once read code that was chaotic and
completely unreadable. But when reading it I did think the code was
beautiful, somebody wrote a smart solution. It was almost like a piece
of art where you had to look at it for some time to see the beauty.”

Xander explains that he, too, thinks that code does not have to
be clean or visually appealing to be aesthetic. He even goes as far
as telling us that code can be ugly, from a visual perspective, but
still be beautiful because of how smart the solution to a problem is
presented. When asked to be a bit more specific about the beauty
of the solution he was talking about Xander added that it’s almost
like an admiration for the work. Factors like the proper usage of
the standard functions in a language, uniqueness and an element
of surprise played a role, this is what he said: “What he did was
alternately addressing memory locations. To do that you need to have
good knowledge about the specific problem you’re trying to solve since
it was a somewhat obscure instruction in that programming language.
By doing this, commands could be written very concisely, and could
be executed very quickly. When reading that I thought, wow somebody
did something very special here, this is really beautiful.”

As Xander noted good knowledge about the problem and notable
expertise with the language that is used to answer the problem play
a big role in the beauty of the solution. This answer is similar to
what Bart is trying to say. Let us remember what Bart said earlier,
specifically the last sentence: “Usually you won’t see that in the
work of first-year programming students, but in the work of last year
students I sometimes think ‘this is a solution I wouldn’t come up with’,
there is certainly an aesthetic moment in that event.”

Bart makes a clear distinction between first and last year pro-
gramming students. The expertise the students gained in the four
years of programming had a positive impact on the aesthetic ap-
pearance of their code. This could be because of what Xander said,
an experienced programmer is more likely to find an effective and
often special solution to the problem he or she is trying to solve.

Other than the expertise of the writer, the expertise of the reader
also plays a role in the aesthetic opinion of a programmer. This
is what Dinesh, a teacher, and retired banking programmer, said
about one of his ex-colleagues (for privacy reasons the name Jeff is
picked): “Jeff’s code was complex because it made too much use of the
possibilities the tool had. Through the years tools further developed,
Jeff liked to follow these developments very closely and thus used the newest functions. By using Jeff’s coding style only one line was needed instead of six for example. With Jeff’s method, the solution was suddenly there. In my solution, you could see what’s happening more clearly.

Because of the differences in knowledge about the utility of a tool contained it was hard for Dinesh and his other co-workers to follow what Jeff was coding. Dinesh did have a certain degree of respect for Jeff which was apparent by the phrase: “I had a colleague who probably was 15 times smarter than I was.”

Despite the respect Dinesh had for Jeff and his method of coding he did not find it practical nor beautiful. Something similar is said by Erik, a programmer that works with data visualization. Erik knows his way around JavaScript, he was talking about JavaScript experts when he said: “I sometimes read code written by a JavaScript expert and I think it’s beautiful because it’s so compact. But what’s written is complicated and thus hard to read for somebody like me. I like to write out my code a bit more which makes it more readable.”

Notable was that Erik also had a certain degree of respect for the code written by an expert in a given language. But he, like Dinesh, preferred to write his code a bit longer making it easier to read and maintain. Both Erik and Dinesh did see the beauty in writing code that was compact, but both noted that understandability, in their eyes, was more important than writing compact code.

Several topics have been covered during the interviews conducted in this study. From the answers, the following questions were answered.

4 CONCLUSIONS

Several topics have been covered during the interviews conducted in this study. From the answers, the following questions were answered.

What types of aesthetic exist in code? Two different types of aesthetic could be differentiated based on the reactions given in the interviews. “Low level aesthetic”, an objective and measurable type of aesthetic. The characteristics that were given with this type of aesthetic hinted at “clean code, often used when working in teams in a professional setting. This type of beauty is directly linked to readability and re-usability. Secondly “high level aesthetic”, a more subjective type of aesthetic. This type of aesthetic was by some associated with different kinds of emotions such as excitement, joy, and surprise. Interviewees had a hard time describing this type of beauty relative to the objective type of beauty mentioned above. Interestingly despite often being revered to as beautiful, compact and efficient code was not always well received because of the complexity it brought with it. Though this complexity, for others, had an element of beauty to it.

In their view, what are the characteristics of aesthetic code? Characteristics associated with the first type of aesthetic included: correct white spacing, good commenting, modular, neat structure, and overview. A notable similarity between these characteristics is measurability. A characteristic that was commonly associated with this type of beauty was low effort. With the second type of aesthetic, there were two important characteristics. The expertise of the writer and their understanding of the problem that was being solved.

How do the aesthetics and functionality of code relate to each other? Both types of aesthetic seem to link directly to functionality. The programming world is built around functionality. Interestingly the programmers interviewed mostly were mixing the two words when they were asked about beauty in code. When asked whether functional code was beautiful in their eyes most programmers answered yes. Clean code, for example, is seen by many programmers as beautiful. The main goal of clean code is to keep code readable and maintainable, both characteristics of functionality. When the interviewees were talking about characteristics like structure and modularity, they quickly added that it made life easier for them. Another example is the usage of CPU’s. Programmers in the early years of programming had to be very careful with CPU usage when writing code. This resulted in a shared opinion among programmers that writing code that was low in CPU usage was beautiful. Since the technology of the CPU has greatly increased this beauty has completely faded.

5 DISCUSSION

For this study only programmers from the Netherlands were asked for their opinions and thus might not be a accurate representation of the general programmer in the world. This study does, however, show the impact aesthetics has on the programming community. Most of the interviewees have had coding related aesthetic experiences in their day to day life and were therefore eager to talk about their opinions and insights. From the results of this study, one could conclude that aesthetics do reflect the functionality of a given piece of programming code. No research is done on why the programming community is so fixated on functionality and does not leave space for topics like aesthetic. Future research on this topic would be very interesting and may be useful.
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